7.Conclusion and Future Work

Based on the analysis done, text content-types affect network traffic the most (37%)
and gzip gives the best compression algorithms to compress the text content-types.
The system was implemented using these compression algorithms, and the
performance was measured. The other major web content-types that affect the network
traffic are images (29%). Decreasing quality factor of image/jpeg, leads to a
compression while quality reduction is not noticeable. Text content-types achieve
80% of compression ratio while image/jpeg gives a 75% compression ratio on

average.

HTTP headers are text based and have a common set of tags in each. Applying gzip
compression algorithms with a pre-set dictionary, gives a better compression on HTTP

headers. It achieves 70% compression ratio on average.

Opening and closing a TCP connection takes a considerable length of time.
Permanent connections weie introduced in between the two proxies for increasing the
performance of the system. Many HTTP are sent sequentially over one

TCP connection. The improvement is greater in HTTP 1.0 connections.

The results, presented in this project, show that the inter-proxy data compression
system gives good performance with the bandwidth utilization. When considering
bandwidth usage, the new system uses less amount of the bandwidth, compared to old
system, since compression is applied on major content-types such as Text Content-

types, Image/jpeg, and HTTP headers.

Although the compression adds latency to the system, when we test the system on a
low bandwidth link, we get better performance with the response time as shown in the

Section 6.2.

From the results, it can be said that memory management is well-managed in the

implementation.




7.1. Merits of the system

The System is independent of both client applications and web servers as proxies are
located in between client applications and web servers. Client applications will only

notice data coming faster than they had done earlier.

The HTTP compression is the most popular compression system for carrying web data
over the network. HTTP compression system compresses data only in the HTTP
Body but not in the HTTP Header. Compared to that system, our system gives HTTP
header compression additionally. Also, it does not gain from image compression while

we achieve lossy compression which leads to high compression ratios for images.

Hardware level compression is used mostly on network equipment today. But, this
mechanism compresses data blindly as it uses the same technique (pattern
replacement) for all data on the network. It does not consider the difference of nature
of each content-type. A selective compression is done on the web data applying best

possible algorithm for content-types in our system.

in addition to that, image-jpeg compressi d by our system using quality

reduction, which other existing systems have not provided.

TCP connections have to be made over limited bandwidth links through any of the
existing systems, and data has to be sent over them. However, creating TCP
connections is avoided by our system every moment and instead, it re-uses existing

TCP connections.
7.2. Future Enhancements

As an optimization, a compressed file (jpg) may be uncompressed to obtain the
Discrete Cosine Transform (DCT) coefficients and re-quantize them at a low quality
factor. This improves performance as it eliminates the Inverse Discrete Cosine
Transform (IDCT) and DCT operations in the previous method as well as the round-

off errors associated with these operations [22], [23].

An extension of the system has been planned to handle GIF and PNG images,

principally by reducing colour depth. Algorithms may also be found for other less-
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common content-types such as Flash. Our implementation is easily expandable to

handle these.

Some users may require the original image even if the quality reduction due to our
lossy image compression is small. In that case, the system should have an option to
bypass the compression modules and produce the original image. Provision of this

option is planned in a future version.

Currently, the system is working on a single processor system. In order to distribute
compression among several processors, a multi processor system can be introduced so

that compression can be done in parallel, to get faster compression.

Today people mostly use HTTP 1.1, the newest HTTP version. The system was
implemented to support only for HTTP 1.0. Extension of the system to support HTTP

1.1 is required.
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